Lab Assignment - 04

**Submission Link:**<https://forms.gle/ewki67FvStCp77Tf7>

**Submission Guidelines:**

1. You can code all of them either in Python or Java or any language you want. But you should choose 1 language for all tasks.
2. For **each task** write separate python files like task1.py, task2.py and so on. For **task 3**, you can add a pdf file to answer the question.
3. For each problem, you must take input from files called "inputX.txt", and output at "outputX.txt", where X is the task number. So, for problem 1, the input file name should be- "input1.txt" & the output file name should be - “output1.txt” and so on.
4. For each task, include the input files (if any) in the submission folder.
5. All files **MUST** be put in a folder. The folder **MUST** be named following the format: **sec\_ID\_labNo**. Zip this folder. This will result in a zip format of **sec\_ID\_labNo.zip**. (Example: 2\_20101234\_1.zip). Submit this zip file in the above mentioned submission link.
6. Don't copy from anyone. Both the source and the destination will be punished irrespectively.
7. You **MUST** follow all the guidelines, naming/file/zipping convention stated above.

***Failure to follow instructions will result in straight 50% mark deduction.***

**Problems Description:**

The following tasks need to be solved using Shortest path algorithms.In graph theory, the shortest path problem is the problem of finding a path between two vertices (or nodes) in a graph such that the sum of the weights of its constituent edges is minimized. You have learned several shortest path algorithms such as Dijkstra’s algorithm, Bellman-Ford algorithm etc. The problems below are related or similar to some of the shortest path algorithms you learned in class.

Read the task descriptions carefully and implement the algorithm using either Java or Python or any language you are comfortable with. The output format **MUST** match exactly as shown in each task.

**TASK 1 [5 Marks]**

Oh No! Wall Maria is Breached! Titans (human eating creatures) are coming. Eren has to reach his home as soon as possible to save his mother.  
  
For simplicity, let’s think of Eren's hometown map containing **N** places and **M** roads. A road is a connection between two places.Here, each place is represented by a unique number between **1** and **N**.   
  
Suppose, each road is represented by i and each ith road connects 2 places **ui and vi** (ui and viare the unique number of the places) and this road is overrun by **wi** titans. You can assume Eren’s current position as **1** and Eren’s home as **N**. Now help Eren to find a path so that he has to face as minimum number of titans as possible.

For example, in the following graph (vertices represent places and edges represent roads), Eren has to face a minimum 5 titans by using the path 1 → 4 → 3 → 5.![](data:image/png;base64,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)

**Input Format**:

First line contains a number **T** which represents the number of test cases.

For each test case:

First line will contain 2 numbers **N, M** representing the number of places and roads respectively.   
  
Each of the following **M** lines will contain 3 numbers ( **ui vi wi**) representing one of the roads that connects places **ui, vi** and is guarded by **wi** titans.

**Output Format**:

For each test case, print one number which will be the minimum number of titans Eren has to face to reach his home. It is ensured that there exists roads connecting Eren’s current position to his home.

**Sample Input:**

3

1 0

2 1

1 2 10

5 6

3 5 1

1 2 1

2 3 4

1 4 2

4 3 2

2 5 5

**Sample Output:**

0

10

5

**Sample Description:**

Here we have 3 test cases.

In the 1st case, there is 1 place and 0 roads. So, Eren is already at home, i.e. he has to face 0 titans.

In the 2nd case, there are 2 places and 1 road connecting them which is guarded by 1 10 titans. So, Eren has to face 10 titans to reach home.

In the 3rd case, the example graph shown before is given. For that, it was shown that Eren has to face at least 5 titans.

**Hint 1:**

You can use the following pseudocode of Dijkstra’s algorithm.

**function** Dijkstra:

*// Initialization*

create a priority queue for the vertices *// min-heap*

create a list for the vertices

**for each** vertex in :

**if** :

*// Unknown distance from*  *to*

*// Predecessor of*

add to with priority value

**while**  is not empty: *// The main loop*

extract\_min() *// Remove and return best vertex*

**if** :

**continue**

**for each** neighbor of :

**if** :

add to with priority value

**return**

**Note:**

* What are you supposed to return for problem 1?
* Do you need to compute ?

**Hint 2:**

Min-heap data structure is used to implement the priority queue. There are libraries that implement this.

**Hint 3:**

Use adjacency list representation of Graph while reading from input.

**Hint 4:**

Try to incorporate **wi**’s into the adjacency list.

**TASK 2 [5 Marks]**

Modify your code for the first problem to find the path Eren has to follow to face the minimum number of titans.

**For the previous sample input, the output is:**

1

1 2

1 4 3 5

**Sample Description:**

Here we have 3 test cases.

In the 1st case, there is 1 place and 0 roads. So, Eren is already at home, i.e. the path is: 1.

In the 2nd case, there are 2 places and 1 road connecting them which is guarded by 1 10 titans. So, the path to face minimum titans is the only existing path: 1 → 2.

In the 3rd case, the example graph shown before is given. For that, it was shown that, to face the minimum number of titans, Eren has to follow the path: 1 → 4 → 3 → 5.

**TASK 3 [1.5+ 1.5 + 2 = 5 Marks]**

If there are places and roads, what are the time complexities of the solutions you provided in problem 1 & problem 2 respectively?

If the number of titans in each road is exactly 1, there is an algorithm to solve this problem. What is it?

**Note:** If you can use any known algorithm, write its name and the inputs that will be given to it. Otherwise, give a pseudocode of the algorithm.

**TASK 4 [10 Marks]**

In a computer network, there are **N** devices and **M** links. A link is a one way connection from one device to another. Each link has a data transfer rate **d** it can support.

The data transfer rate of a **connection** from one device to another is the minimum data transfer rate of the links in that connection. [You can think of connection as a directed path. So, a connection from device u to device v is a sequence of links that joins a sequence of distinct devices where the links are directed from u to v.]
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For example, in the network above, there can be three possible connections from 1 to 4:

(i) 1 → 2 → 4 : alt = 3

(ii) 1 → 3 → 4: alt = 2>3

(iii) 1 → 3 → 2 → alt = 6 >3

In connection (i), there are two links: 1 → 2 with data rate 3, 2 → 4 with data rate 7. So, data transfer rate of this connection is minimum of 3 and 7, that is 3.

Similarly, data transfer rate of connection (ii) and (iii) are 2 and 6 respectively.

Now, the maximum data transfer rate from a device **u** to a device **v** is the maximum of the data transfer rates of all possible **connections** from **u** to **v**. For example, the maximum data transfer rate from 1 to 4 that this network supports is 6 (through connection (iii)).

Now, given a computer network, you have to calculate the maximum data transfer rate this network supports from a designated *source* *device* to all other devices.

**Input Format** :

First line contains a number **T** which represents the number of test cases.

For each test case:  
  
First line contains 2 numbers **N, M** representing the number of devices and links respectively.   
  
Each of the following **M** lines will contain 3 numbers ( **ui vi di**) representing a link from device **ui** to device **vi** with data transfer rate **di**.

The last line contains a number **s**, which is the *source device.*  
  
**Output Format** :

For each test case, print a list of numbers, where number represents the maximum data transfer rate from **s** to **i**.

Note: print 0 when **s == i** and print -1 if there is no connection from **s** to **i**.

**Sample Input**:

4

1 0

1

2 1

1 2 1

1

2 1

1 2 1

2  
4 5

3 2 6

1 2 3

2 4 7

3 4 2

1 3 8

1

**Sample Output**:

0

0 1

-1 0

0 6 8 6

**Sample Description:**

Here we have 4 test cases.

In the 1st case, there is 1 device and 0 links, so there is no edge. Here the source device is 1. As the maximum data transfer rate between device 1 to 1 itself is 0, the output is 0.

In the 2nd case, there are 2 devices and 1 link. Here the source device is 1. From device 1→1 the data transfer rate is 0. The maximum data transfer rate between 1→ 2 devices is 1 (As there is only 1 data rate). So the output is 0 1.

In the 3rd case, there are 2 devices and 1 link. Here the source device is 2. From the input we can see that there is a connection between 1→ 2 with a data transfer rate of 1. but there is no connection between 2→1. So, from 2→1 the output will be -1 as noted above in the output format. And for 2→2 the output will be 0. So, the output is -1 0.

In the 4th test case, the example graph is given. Here the source device is 1. From 1→1, output is 0. From device 1 to device 2 there can be 2 possible paths, 1→2 and 1→3→2. The maximum data transfer rate for 1→2 will be 6 if we consider this path 1→3→2. Similarly, From 1→3, there is only one path and the data transfer rate is 8, so output is 8. For 1→4 the example is given in the beginning. So the output is 0 6 8 6.

**Hint:**

1. In the shortest path problem, you calculate path length by **summing** all edge weights in the path. Whereas in this problem you need to calculate data transfer rate which is obtained by taking the **minimum** of all edge weights in the path.
2. In the shortest path problem, you are trying to **minimize** path length, whereas in this problem you are trying to **maximize** data transfer rate.

[In Dijsktra’s algorithm, initialize array differently and change the codes related to priority queue for maximization]

You can use the following pseudocode which is based on these hints.

**function** Network:

*// Initialization*

create a priority queue for the vertices *// Max-priority Queue*

**for each** vertex in :

**if** :

*// Unknown data transfer rate from*  *to*

*// Predecessor of*

add to with priority value

**while**  is not empty: *// The main loop*

extract\_max() *// Remove and return best vertex*

**for each** neighbor of :

**if** :

add to with priority value

**return**

**Note:** The libraries for priority queue may only implement min-heap data structure. But for this problem, we need a max-heap.